1. Write the python program to solve 8-Puzzle problem

**AIM :** program to solve 8-Puzzle problem

**ALGORITHM :**

1.Define the initial state and goal state.

2. Create an open list to store states yet to be explored, initially containing the initial state.

3. Create a closed set to store states that have been explored.

4. Initialize the g\_score and f\_score dictionaries for each state.

5. While the open list is not empty:

* Pop the state with the lowest f\_score value from the open list.
* If the current state is the goal state, reconstruct and return the solution path.
* Add the current state to the closed set.
* Generate possible moves from the current state (swap the empty tile with neighboring tiles).
* For each possible move:
* Calculate the tentative g\_score for the new state.
* If the new state is already in the closed set and the tentative g\_score is greater or equal, skip it.
* If the new state is not in the open list or the tentative g\_score is lower:
* Update the came\_fromdictionary to store the parent state.
* Update the g\_score and f\_score for the new state.
* Add the new state to the open list.

6. If the open list becomes empty and the goal state hasn't been reached, there is no solution.

**PROGRAM :**

import heapq

goal\_state = (1, 2, 3, 4, 5, 6, 7, 8, 0)

moves = [(0, 1), (0, -1), (1, 0), (-1, 0)]

def get\_neighbors(state):

neighbors = []

empty\_index = state.index(0)

empty\_row, empty\_col = empty\_index // 3, empty\_index % 3

for dr, dc in moves:

new\_row, new\_col = empty\_row + dr, empty\_col + dc

if 0 <= new\_row < 3 and 0 <= new\_col < 3:

neighbor\_state = list(state)

neighbor\_index = new\_row \* 3 + new\_col

neighbor\_state[empty\_index], neighbor\_state[neighbor\_index] = neighbor\_state[neighbor\_index], neighbor\_state[empty\_index]

neighbors.append(tuple(neighbor\_state))

return neighbors

def manhattan\_distance(state):

distance = 0

for i in range(9):

if state[i] != 0:

current\_row, current\_col = i // 3, i % 3

target\_row, target\_col = (state[i] - 1) // 3, (state[i] - 1) % 3

distance += abs(current\_row - target\_row) + abs(current\_col - target\_col)

return distance

def solve\_puzzle(initial\_state):

open\_list = [(manhattan\_distance(initial\_state), initial\_state)]

closed\_set = set()

while open\_list:

current\_state = heapq.heappop(open\_list)[1]

if current\_state == goal\_state:

return current\_state

closed\_set.add(current\_state)

for neighbor in get\_neighbors(current\_state):

if neighbor not in closed\_set:

heapq.heappush(open\_list, (manhattan\_distance(neighbor), neighbor))

return None

initial\_state = (1, 0, 3, 4, 2, 5, 7, 8, 6)

solution = solve\_puzzle(initial\_state)

if solution:

print("Solution found:")

for i in range(0, 9, 3):

print(solution[i:i+3])

else:

print("No solution found.")

**OUT PUT :**

**![](data:image/png;base64,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)**